**Grau Enginyeria de Dades**

**Curs 2023-2024**

**Diseño de Aplicaciones Masivas de Datos**

**Redis lab – Linux Ubuntu version**

**Based in Redis – Seven Databases in Seven Weeks - chapter 8**

1. Work environment preparation

To use Redis, we need to open a Google Colab session and prepare the working environment.

!apt install -y redis

!pip install redis

!redis-server --daemonize yes

If everything is fine, you should see the Redis server version message and we can proceed to use the Python API to create new Redis operations

import redis

client=redis.Redis(host='localhost', port=6379)

client.ping()

Now, we can start executing commands and using Redis functionalities.

2. Redis data objects

STRINGS

This tutorial will create a service **to shorten URL links**. That is, given a long URL like *http://thisisaveryverylongaddress.com* we will generate a short version like *http://bit.ly/1234*

Using the last short URL redirects the user to the first longer version. We can use this functionality to type less and to get some statistics on URL usage.

We start by using the **simple STRING Redis type** to store short and long addresses.

Then, we will use a SET to key a shortcode like **uab** to a value like **http://www.uab.cat/enginyeria**. String SET needs two parameters:

* a string that will be our key: uab
* a value http://www.uab.cat/enginyeria

To retrieve the value, we just need the operation SET and the key name:

**client.set('UAB', 'http://www.uab.cat/enginyeria')**

**url= client.get('UAB')**

**print(url.decode())**

If we have a long list of values to store, we can use MSET with any number of key-value pairs separated by blank spaces. Similarly, we use MGET to get the multiple values from a list of keys. For example:

**client.set("name","john")**

**client.set("age","15")**

**name=client.get("name")**

**print(name.decode())**

**age=client.get("age")**

**print(age.decode())**

**Exercise 1:** **add three of your favorite websites to the list with SET and with MSET.**

HASHES

We are going to use a hash to keep track of users who sign up for the URL-shortening service. For that we can define a simple STRING syntax: *username:<user\_id>* as keys to insert values in our hash

user='user:0001'

client.hset(user,'name:', 'Alice')

client.hset(user, 'age:', 30)

user\_data = client.hgetall(user)

print(user\_data)

user\_name = client.hget(user,'name:')

print(user\_name)

**Exercise 2: add yourself to a new hash object using your username and a new password**

SETS

We are using SETS in this tutorial to build a common group of URLs for all users. SETS are a good choice as they store no duplicate values and give support for set operations like unions or intersections.

In our example we are going to categorize URLs using labels as common keys with SADD

client.sadd("news", "nytimes.com")

client.sadd("news", "theverge.com")

news = client.smembers("news")

print(news)

We have two new values at news SET. If we need the contents of the SET, we can use SMEMBERS command. Now we add a new SET for technology-related news

client.sadd("tech","theverge.com")

client.sadd("tech","cnet.com")

news2=client.smembers("tech")

print(news2)

Now we can apply several SET operations to obtain the intersection of news and tech, diff, union, and store union in a new set.

client.sunionstore("news-union","news","tech")

news\_union=client.smembers("news-union")

print(news\_union)

client.sinterstore("news-intersection","news","tech")

news\_intersection=client.smembers("news-intersection")

print(news\_intersection)

**Exercise 3: add a new type of URL called video and add there some examples: youtube.com, vimeo.com, netflix.com. Join your video datasets with websites from the previous example.**

SORTED SETS

Now we want to have a ranked list of popular URLs. Each time a user visits a specific URL, its score will be increased. For that we will use sorted SETS where we have one element per each key and an integer value to describe the score of the element. We must be careful as each new insertion means a new search to keep data sorted. In our case, for each element in the sorted set we need to provide the key and the ranking.

score\_list='votes:'

client.zadd(score\_list, {'uab' : 5})

client.zadd(score\_list, {'google': 1})

client.zadd(score\_list, {'bing': 10})

**Exercise 4: add two new short URLs to popular sorted list with their initial ranking values**

**SET RANGE QUERIES**

To get some values from our popular webpages set we can use some range commands that returns the values of the set by their position. This is ordered by score from lowest to highest. Some useful ZSET query commands are:

client.zscore(score\_list,'article:3')

client.zcard(score\_list)

client.zrange(score\_list,0,9, withscores=True)

client.zrangebyscore(score\_list, min=0, max=100, withscores = True)

client.zrevrangebyscore(score\_list, min=0, max=100, withscores = True)

**Exercise 5: add a new item to popular ZSET with the value 9999. Check that the new item is inserted in popular by obtaining the top 5 list of items with largest decreasing score.**

ZUNIONS

We are interested in building a destination key that contains the union or intersection of one or more keys. This is done using the union operation. We will need to worry about which keys are going to be joined and how to merge different key scores.

In our case, we want to calculate the importance of a sorted set of shortened URLs. First, we create a set with a key that scores website visits. Each visitor to a site can vote if they like a website and each vote adds one point.

visit\_zset='visits:'

client.zadd(visit\_zset, {'uab' : 20})

client.zadd(visit\_zset, {'google' : 1234})

Now we want to get the most important websites of our system considering both votes and visits. We want to use both scores together to compute a new importance score where votes will receive the double of the weight of visits.

**Exercise 6: apply the following operation**

client.zunionstore('relevance', ['votes:','visits:'])

relevance\_union=client.smembers('relevance')

print(relevance\_union)

This is the union operation:

The syntax: ZUNIONSTORE destination numkeys key1 key2

In our example: ZUNIONSTORE relevance votes visits

* numkeys is 2,
* importance is the key to store the union into,
* popular and votes are the keys to apply the join operation.

Example of websites ranked by new aggregated score:

client.zrangebyscore(relevance\_union, min=0, max=9999, withscores = True)

LISTS

We want to allow users to keep a list of shortened URLs for later review. We will use the LIST data type to keep values as a queue (first in, first out) or as a stack (last value in, last value out).

We set the key to *username:wishlist* and push any number of values to the right end of the list. We use LPUSH to add elements to the LIST. For example, let’s add three values into luke wishlist:

wishlist\_pepe="pepe:wishlist"

client.lpush(wishlist\_pepe, 'google')

client.lpush(wishlist\_pepe, 'bing')

webs = client.lrange(wishlist\_pepe, 0, -1)

print(webs)

num\_len=client.llen(wishlist\_pepe)

print(num\_len)

We can measure the LIST length at any time with LLEN and retrieve any subsection of the LIST with LRANGE by specifying the first and the last positions. Remember that first is 0 and a negative position means give all elements from the beginning to the end of the LIST.

To get a value from the LIST in the order we added them, that is, to use the list as a queue, we use the LPOP command that extracts the first element in the left of the queue.

We use RPUSH/RPOP to implement a stack accessing the end of the LIST and LPUSH and RPOP to implement a queue.

If we want to extract the URLs of the wishlist and add them to a “visited” list we must use a special single command RPOPLPUSH (right pop, left push)

Summary of data models built in Redis tutorial:

* String SET for storing short names and web addresses: SET gog www.google.com
* String GET for retrieving long URLs from short names: GET gog
* String SET count for counting the number of addresses we store: SET count 3
* String INCR count to add 1 to current count: INCR count
* Hash HMSET to use/add multiple key/values to a Hash element: HMSET user:luke name "Luke" password s3cret
* List LPUSH to store personal short URL lists for users. LPUSH luke:wishlist gog
* Set operations SADD/SMEMBERS to create sets of related URLs: SADD news nytimes.com theverge.com
* Set operations to look for intersection, union, ... SINTER news tech
* ZSET operations to keep ranked list of URLs: ZADD popular 500 gog
* ZSET get top lists of items: ZRANGE popular 0 2
* join two ZSET sorted sets to create a new aggregated ranked list with ZUNIONSTORE

Things we can do:

* store and look for shortened URLs
* Know how many URLs we have stored
* Manage users and passwords of our system
* Store personal lists of URLs
* Use set operations to manage classes of URL
* Use sorted ZSET to keep rankings
* Join ZSET to create more complex aggregations

Questions: **MUST BE DELIVERED BEFORE NOV 7th 2024**

1. Draw the **complete data model of the lab**. Draw and label all data entities, attributes and Redis data structures used and give an example of each structure with name and a data sample.
2. How would you build a **top 10 list of most active users**? Data structures? Operations?

* What is going to be your definition of user activity? Posting a new URL, voting for a URL?
* How are you going to measure and store details about this user activity?
* Describe how your Redis design reacts to a new user activity action. For example, user123 votes (or posts) for www.google.com. Could this action affect your top list? How can you keep an always updated top list?
* If user123 wants to vote again for google, you should not count this operation as a vote. How to use the property of Redis SET structures that do not store duplicated values?

1. How would you design a **simple recommender system for users**? If you have stored some user URLs of preference, how would you recommend new URLs to this user? Provide a list of Redis structures and operations needed.

* If you have a target user, how would you find the most similar users from your database?
* When you have found a similar user, how would you find a new relevant URL to recommend?

1. How would you obtain **the most recent/last visited** 10 web sitesfor each user? Top 10 must be sorted by time of visit. Last visit must be in the first position of the list. Provide a list of Redis structures and operations needed.

* How will you manage user visits to keep a list of URLs by time?
* How will you find 10 most recent websites?
* How will your design react to a new (user123, "www.google.com") event? How would you update the time of the last visit to www.google.com?

Please show the use of your answers with some sample data as an example.